**4.A.Creating Databases using MongoDB, DynamoDB, Voldemort Key-Value Distributed Data Store Hbase and Neo4j.**

**Aim:**

To Create Databases using MongoDB, DynamoDB, Voldemort Key-Value Distributed Data Store Hbase and Neo4j.

**Procedure:**

**MongoDB (Create Database)**

const { MongoClient } = require('mongodb');

// Import the MongoClient class from the 'mongodb' library.

async function createDatabase() {

const uri = "mongodb://127.0.0.1:27017";

// Connection string to connect to the MongoDB server running locally.

const client = new MongoClient(uri);

// Create a new MongoClient instance to connect to the server.

try {

console.log("Attempting to connect to MongoDB...");

// Log the connection attempt.

await client.connect();

// Connect to the MongoDB server.

console.log("Successfully connected to MongoDB!");

// Log a success message after connecting.

const dbName = "MyMongoDB";

// Name of the database to create.

const db = client.db(dbName);

// Create a database with the specified name.

// The database is created only when you add collections or documents to it.

console.log(`Database connection established: ${dbName}`);

// Example: Creating a collection (optional, creates a collection named 'TestCollection').

const collection = db.collection('TestCollection');

await collection.insertOne({ message: "Hello MongoDB!" });

// Insert a test document to ensure the database and collection are operational.

console.log(`Sample collection 'TestCollection' created, and data inserted successfully.`);

} catch (err) {

console.error("An error occurred:", err);

// Handle and log any errors that occur during the connection or database creation process.

} finally {

await client.close();

// Close the connection to the MongoDB server to free up resources.

console.log("Connection to MongoDB closed.");

}

}createDatabase();

// Invoke the function to execute the database creation logic.

**Output:**

Attempting to connect to MongoDB...

Successfully connected to MongoDB!

Database connection established: MyMongoDB

Sample collection 'TestCollection' created, and data inserted successfully.

Connection to MongoDB closed.

**DynamoDB (Create Table)**

const AWS = require('aws-sdk');

AWS.config.update({

region: "us-east-1",

endpoint: "http://localhost:8000"

});

const dynamoDB = new AWS.DynamoDB();

const params = {

TableName: "MyDynamoDBTable",

KeySchema: [{ AttributeName: "id", KeyType: "HASH" }],

AttributeDefinitions: [{ AttributeName: "id", AttributeType: "S" }],

ProvisionedThroughput: {

ReadCapacityUnits: 1,

WriteCapacityUnits: 1

}

};

dynamoDB.createTable(params, (err, data) => {

if (err) {

console.error("Error creating table:", JSON.stringify(err, null, 2));

} else {

console.log("Table created successfully:", JSON.stringify(data, null, 2));

}

});

**OUTPUT:**

Table created successfully: {

"TableDescription": {

"TableName": "MyDynamoDBTable",

"TableStatus": "ACTIVE",

...

}

}

**Voldemort (Create Store):**

const fetch = require('node-fetch');

async function createStore() {

const url = "http://localhost:8080/stores";

const storeConfig = `

<store>

<name>MyVoldemortStore</name>

<key-serializer><type>string</type></key-serializer>

<value-serializer><type>string</type></value-serializer>

</store>`;

try {

const response = await fetch(url, {

method: "POST",

headers: { "Content-Type": "application/xml" },

body: storeConfig

});

if (response.ok) {

console.log("Store created successfully.");

} else {

console.error("Error creating store:", response.statusText);

}

} catch (err) {

console.error("Request failed:", err);

}

}

createStore();

**Output:**

Store created successfully.

**HBase (Create Table):**

const HBase = require('hbase-client');

const config = {

zookeeperHosts: ["localhost"],

zookeeperRoot: "/hbase",

rpcTimeout: 30000,

callTimeout: 30000,

reconnectTimeout: 30000

};

const client = HBase.create(config);

async function createTable() {

const tableDescriptor = {

name: "MyHBaseTable",

families: [{ name: "data" }]

};

try {

await client.createTable(tableDescriptor);

console.log("Table created successfully: MyHBaseTable");

} catch (err) {

console.error("Error creating table:", err);

} finally {

client.close();

console.log("HBase connection closed.");

}

}

createTable();

**OUTPUT:**

Table created successfullly: MyHBaseTable

HBase connection closed.

**Neo4j (Create Database)**

const neo4j = require('neo4j-driver');

const driver = neo4j.driver("bolt://localhost:7687", neo4j.auth.basic("neo4j", "password"));

const session = driver.session();

async function createDatabase() {

try {

await session.run('CREATE (n:Database {name: "MyNeo4jDB"}) RETURN n');

console.log("Database node created successfully: MyNeo4jDB");

} catch (err) {

console.error("Error creating database:", err);

} finally {

await session.close();

await driver.close();

console.log("Neo4j connection closed.");

}

}

createDatabase();

**OUTPUT:**

Database node created successfully: MyNeo4jDB

Neo4j connection closed.

**Result:**

Thus, databases or tables were successfully created using:

1. MongoDB
2. DynamoDB
3. Voldemort Key-Value Distributed Data Store
4. HBase
5. Neo4j

**4.B.Writing simple queries to access databases created using MongoDB, DynamoDB, Voldemort Key-Value Distributed Data Store Hbase and Neo4j.**

**Aim:**

To Write simple queries to access databases created using MongoDB, DynamoDB, Voldemort Key-Value Distributed Data Store Hbase and Neo4j.

**Procedure:**

### Prerequisites

1. **Install Node.js**: Make sure you have Node.js installed. You can download it from [Node.js official website](https://nodejs.org/).
2. **Set Up VS Code**: Download and install [Visual Studio Code](https://code.visualstudio.com/).
3. **Install Extensions**:
   * MongoDB: [MongoDB for VS Code](https://marketplace.visualstudio.com/items?itemName=mongodb.mongodb-vscode)
   * Neo4j: [Neo4j VS Code Extension](https://marketplace.visualstudio.com/items?itemName=neo4j.neo4j-vscode)

### **Step-by-Step Setup Instructions**

#### **1. Initialize a Node.js Project**

Open VS Code, create a new folder for your project, and initialize a Node.js project.

# Open terminal in VS Code and run:

npm init -y

This will create a package.json file where your project dependencies are listed.

#### 2. **Install Required Packages**

Install the necessary npm packages for each database.

# MongoDB

npm install mongodb

# DynamoDB (AWS SDK)

npm install aws-sdk

# Voldemort (REST calls using axios)

npm install axios

# HBase (hbase-client)

npm install hbase-client

# Neo4j

npm install neo4j-driver

#### 3. **Configure JavaScript Code for Each Database**

For each database, create a separate JavaScript file and add the respective code for **operations.**

### **MongoDB Setup (Using mongodb package)**

Create a file named mongodb.js and add the following code:

const { MongoClient } = require('mongodb');

const uri = "mongodb://localhost:27017"; // MongoDB connection string

const client = new MongoClient(uri);

async function run() {

try {

await client.connect();

const database = client.db("testDB");

const students = database.collection("students");

// Insert Data

await students.insertOne({ name: "Alice", age: 22, major: "Computer Science" });

// Retrieve All Documents

const allStudents = await students.find({}).toArray();

console.log("All Students:", allStudents);

// Retrieve Specific Documents

const specificStudent = await students.find({ age: 22 }).toArray();

console.log("Specific Student:", specificStudent);

// Update a Document

await students.updateOne({ name: "Alice" }, { $set: { major: "Mathematics" } });

// Delete a Document

await students.deleteOne({ name: "Alice" });

} finally {

await client.close();

}

}

run().catch(console.dir);

To run this file, open the terminal and execute:  
  
node mongodb.js

**Output:**
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### **DynamoDB Setup (Using aws-sdk)**

Create a file named dynamodb.js and add the following code:

const AWS = require('aws-sdk');

// Configure DynamoDB Local

AWS.config.update({

region: "us-west-2",

endpoint: "http://localhost:8000"

});

const dynamodb = new AWS.DynamoDB.DocumentClient();

const tableName = "Students";

async function run() {

// Insert Data

await dynamodb.put({

TableName: tableName,

Item: { StudentID: "123", Name: "Alice", Age: 22, Major: "Computer Science" }

}).promise();

// Retrieve a Specific Item

const item = await dynamodb.get({

TableName: tableName,

Key: { StudentID: "123" }

}).promise();

console.log("Retrieved Item:", item);

// Update an Item

await dynamodb.update({

TableName: tableName,

Key: { StudentID: "123" },

UpdateExpression: "SET Major = :m",

ExpressionAttributeValues: { ":m": "Mathematics" }

}).promise();

// Delete an Item

await dynamodb.delete({

TableName: tableName,

Key: { StudentID: "123" }

}).promise();

}

run().catch(console.error);

Run it using:  
node dynamodb.js  
  
**Output:**
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### **Voldemort Setup (Using axios)**

Create a file named voldemort.js and add the following code:

const axios = require('axios');

const baseUrl = "http://localhost:8081/stores/students/";

async function run() {

// Insert Data

await axios.post(baseUrl, {

key: "123",

value: { name: "Alice", age: 22, major: "Computer Science" }

});

// Retrieve Data

const { data } = await axios.get(`${baseUrl}123`);

console.log("Retrieved Data:", data);

// Delete Data

await axios.delete(`${baseUrl}123`);

}

run().catch(console.error);

Run it with:

node voldemort.js

**Output:**
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### **HBase Setup (Using hbase-client)**

Create a file named hbase.js and add the following code:

const HBase = require('hbase-client');

const client = HBase.create({

zookeeperHosts: ['localhost:2181'],

zookeeperRoot: '/hbase'

});

async function run() {

// Insert Data

await client.put('students', '1', [

{ column: 'info:name', $: 'Alice' },

{ column: 'info:age', $: '22' },

{ column: 'info:major', $: 'Computer Science' }

]);

// Retrieve Data for a Row

const result = await client.getRow('students', '1');

console.log("Row Data:", result);

// Delete Data

await client.delete('students', '1', 'info:major');

client.close();

}run().catch(console.error);

Run with:

node hbase.js

**Output:**
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### **Neo4j Setup (Using neo4j-driver)**

Create a file named neo4j.js and add the following code:

const neo4j = require('neo4j-driver');

const uri = 'bolt://localhost:7687';

const user = 'neo4j';

const password = 'your\_password';

const driver = neo4j.driver(uri, neo4j.auth.basic(user, password));

const session = driver.session();

async function run() {

// Create a Node

await session.run("CREATE (a:Student {name: 'Alice', age: 22, major: 'Computer Science'})");

// Retrieve All Nodes

const result = await session.run("MATCH (s:Student) RETURN s");

result.records.forEach(record => {

console.log("Retrieved Node:", record.get('s').properties);

});

// Update a Node

await session.run("MATCH (s:Student {name: 'Alice'}) SET s.major = 'Mathematics'");

// Delete a Node

await session.run("MATCH (s:Student {name: 'Alice'}) DELETE s");

await session.close();

driver.close();

}

run().catch(console.error);

Run with:

node neo4j.js

**Output:**

**![](data:image/png;base64,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)**

**Result:**

Thus to Write simple queries to access databases created using MongoDB, DynamoDB, Voldemort Key-Value Distributed Data Store Hbase and Neo4j has been completed successfully.